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Abstract. We present CEGARTIX in version 0.4 for the International Competition on Computational Models of Argumentation (ICCMA) 2015. We describe the main parts of the software architecture, the main ideas behind the algorithm, ICCMA 2015 specific adaptations, and how to obtain CEGARTIX.

1 System Architecture

CEGARTIX (Counter-Example Guided Argumentation Reasoning Tool) [2] traverses the search space of a so-called base semantics of a given argumentation framework (AF) [1] to find preferred, semi-stable, or stage extensions. For preferred and semi-stable semantics the base semantics can either be complete or admissible semantics, while for stage semantics the base semantics comprises of the conflict-free sets. Each “step” in the traversal is delegated to a state-of-the-art complete Boolean satisfiability (SAT) solver. The main components of CEGARTIX’s system architecture are shown in Fig. 1. The system takes as input an AF in the “ASPARTIX format” [4], i.e., a list of facts in the answer-set programming (ASP) language. The main procedure drives the overall algorithm and (i) translates the given AF and reasoning task to a Boolean formula, (ii) modifies the formula or generates new formulas based on previously found extensions of the base semantics, and (iii) calls the specified SAT solver with the current formula and reads the returned model if it exists. CEGARTIX incorporates miniSAT (v2.2.0) [3] and clasp (v2.0.5) [5] (utilizing the clasp library and interface), and is able to write the formula to an external SAT solver that adheres to standard input and output of such solvers according to the SAT solver competitions [6].

2 Algorithm

Algorithm 1 shows the underlying procedure (“main procedure” in Fig. 1) for skeptical acceptance under preferred semantics, which is prototypical also for the
Algorithm 1 \textit{Skept}_{prf}(F, \alpha)
\begin{algorithmic}[1]
  \Require AF \( F = (A, R) \), \( \alpha \in A \), \( \sigma \in \{ \text{adm}, \text{com} \} \)
  \Ensure accept iff \( \alpha \) is skeptically accepted in \( F \) w.r.t. \( \text{prf} \)
  \State \( \mathcal{E} \leftarrow \emptyset \)
  \If {\text{SAT-solver}(\exists E \in \sigma(F) : E \text{ attacking } \alpha)} \text{ then reject} \)
  \While {\text{E} \leftarrow \text{SAT-solver}(\exists E \in \sigma(F) : \alpha \notin E, (E \setminus E') \neq \emptyset \forall E' \in \mathcal{E})} \Do
    \While {\text{E}' \leftarrow \text{SAT-solver}(\exists E' \in \sigma(F) : E \subset E')} \Do
      \State \text{E} \leftarrow \text{E}'
      \If {\alpha \notin E} \text{ then reject} \Else \text{E} \leftarrow \text{E} \cup \{ E \} \EndIf
    \EndWhile
  \EndWhile
  \State \text{accept}
\end{algorithmic}

other variants. By \( \sigma \) we denote the base semantics, i.e. the semantics we traverse for finding a preferred extension not containing the queried argument \( \alpha \). After a shortcut for checking whether a \( \sigma \)-extension exists which attacks \( \alpha \), we begin with the main algorithm which consists of two while loops. We first generate a \( \sigma \)-extension not contained in already visited extensions (\( \mathcal{E} \)). Then this \( \sigma \)-extension is iteratively extended to a preferred extension in the inner while loop. If the inner while loop terminates, then we have found a preferred extension which is checked if it is a counterexample for skeptical acceptance of \( \alpha \). Termination of the outer while loop signifies that we have exhausted the search space. More details can be found in [2], including the precise Boolean formulas used. For finding all preferred extensions, we simply omit the queried argument from consideration.

2.1 Supported Reasoning Tasks

CEGARTIX v0.4 supports the following reasoning tasks:

- Credulous acceptance under semi-stable, and stage semantics,
- Skeptical acceptance under preferred, semi-stable, and stage semantics,
- returning an arbitrary preferred extension, and
- enumerating all preferred extensions.
3 Competition Specific Settings

For ICCMA 2015, we have adapted CEGARTIX as follows. First, we extended the reasoning tasks by enumeration of all preferred extensions, and finding a single preferred extension. This modification is straightforwardly obtained by essentially omitting the queried argument from the main Algorithm 1. Furthermore, we fixed the base semantics ($\sigma$ in Algorithm 1) to complete semantics. In earlier tests, complete semantics outperformed admissible semantics on some test instances [2]. We pre-set the SAT-solver to be clasp for the competition.

4 Web Access and License

CEGARTIX v0.4 is available on the web under http://www.dbai.tuwien.ac.at/research/project/argumentation/cegartix/. Since the software incorporates clasp, the whole software is licensed under GNU public license v2. We accompany the package with a readme file that explains usage. Overall, this version of CEGARTIX adheres to the ICCMA 2015 input and output specification; the shell script has to be called, which in turn calls CEGARTIX.
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